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Chapter 1. Preface

Integration testing can be very hard, especially when there is no sufficient tool support. Unit testing

is flavored with fantastic tools and APIs like JUnit, TestNG, EasyMock, Mockito and so on. These
tools support you in writing automated tests. A tester who is in charge of integration testing may
lack of tool support for automated testing especially when it comes to simulate messaging
interfaces.

In a typical enterprise application scenario the test team has to deal with different messaging
interfaces and various transport protocols. Without sufficient tool support the automated
integration testing of message-based interactions between interface partners is exhausting and
sometimes barely possible.

The tester is forced to simulate several interface partners in an end-to-end integration test. The first
thing that comes to our mind is manual testing. No doubt manual testing is fast. In long term
perspective manual testing is time consuming and causes severe problems regarding
maintainability as they are error prone and not repeatable.

The Citrus framework gives a complete test automation tool for integration testing of enterprise
applications. You can test your message interfaces to other applications as client and server. Every
time a code change applies all automated Citrus tests ensure the stability of interfaces and message
communication.

Regression testing and continuous integration is very easy as Citrus fits into your build lifecycle as
usual Java unit test. You can use Citrus with JUnit or TestNG in order to integrate with your
application build.

With powerful validation capabilities for various message formats like XML, CSV or JSON Citrus is
designed to provide fully automated integration tests for end-to-end use cases. Citrus effectively
composes complex messaging use cases with response generation, error simulation, database
interaction and more.

This documentation provides a reference guide to all features of the Citrus test framework. It gives
a detailed picture of effective integration testing with automated integration test environments.
Since this document is considered to be under construction, please do not hesitate to give any
comments or requests to us using our user or support mailing lists.



Chapter 2. WhatOs new in Citrus 2.77?!

Citrus 2.7 is using Java 8! The Citrus sources are compiled with Java 8 which means that from now
on you need at least Java 8 runtime to work with Citrus. With this Java 8 base Citrus is proud to
welcome two new crew members for supporting Selenium and Kubernetes in tests. Not enough we
have the following features included in the box.

2.1. Since Citrus 2.7.4

2.1.1. JDBC server

Preparing databases for testing can be hard times. Creating all tables and preparing the test data
with all constraints and data integrity is often a full time job and very exhausting. Instead of
preparing a real database wouldOnt it be nice to just mock the database queries with proper result
set generation just in time within the test? But at the same time we need to really use JDBC to
connect and retrieve the data from a JDBC mock server.

This is now possible with the new JDBC server integration in Citrus. You can receive incoming SQL
statements (INSERT, UPDATE, SELECT, DELETE, E) and respond with a proper data set and/or rows
updated result. This enables us to test the data access in a database persistence layer without
having to actually create the tables and data needed for the test scenario.

Read about it in chapter JDBC server.

2.1.2. Async container

Sometimes it is good to execute test actions in parallel so you can do things simultaneously in a test
case. In some cases it is just to execute a single test action in parallel to the rest of the test. When
using send operations you already could have used  fork="true" option on that test action. The async
test action container provides such functionality for all other test actions, too. Just add a test action

to the async container and the action is executed in a separate thread. The test case is not blocked
with that action execution and immediately executes the next action in place.

Read about it in chapter Async.

2.1.3. System/Env property functions

There are new functions available to access System properties and environment settings. This
enables you to resolve property values in test cases at runtime. See how to use this functions in
chapter functions .

2.1.4. URL encode/decode functions

Two new functions enable you to URL encode/decode a String with proper URL escaping. See how
to use this functions in chapter  functions .
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2.2. Since Citrus 2.7.3

2.2.1. Ignore sections in plain text

Plain text message validation is usually based on a complete String equals comparison. With latest
release we added the possibility to ignore some sections with well known @ignore@keyword
placeholder. The message validator will automatically ignore words or character sections based on

that. Read more about this in chapter  plain text message validation

Also possible is the extraction of sections as new test variables when using the @variable()@
matcher in the plain text message content.

2.2.2. Json schema validation

When dealing with Json message content the latest release allows adding of schema validation. The
Json structure is validated with proper schema as of Open API (Swagger) schema rules. As usual the
available schema files are defined in a schema repository in the project configuration. Read more
about this in chapter json schema validation

2.2.3. JUnit5 support

With this release you are able to integrate Citrus with JUnit5 the new generation of the famous unit
testing framework. We provide a Citrus JUnit5 extension that can do the trick. Read more about this
in chapter run with JUnit5

2.3. Since Citrus 2.7.2

2.3.1. Database transaction handling

When Citrus accesses data storage in form of SQL statements executed on some datasource the
transaction handling has not been set in the past. Each SQL statement has been committed
immediately. Especially when executing multiple SQL statement via script this could lead to
inconsistencies. With the new release you can make use of SpringOs transaction handling when
executing SQL statements with Citrus. You can set a transaction handler with isolation levels and
default transaction timeout settings. This enables you to use transaction blocks for multiple
statements with one single commit or rollback. Read more about this in chapter actions accessing
the database .

2.3.2. Environment settings

We added a mechanism to overwrite general settings in Citrus via system properties and
environment variables. This makes Citrus ready for runtime environments such as Docker and
Kubernetes where you can use environment variables to change Citrus behavior. The available
settings and variable names can be seen in chapter  configuration
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2.3.3. Http cookie support

Setting Http cookie related Http headers has been possible in previous versions. We improved that
cookie handling in Http request and response messages with a dedicated DSL for adding and
verifying cookie information in Http headers. The Citrus http-server is able to advice the client to

set a new cookie with respective  Set-Cookie headers in response messages. The http-client is able to
verify the cookie attributes such as name, value, max-age and so on. In addition to that the client is

able to send the cookie name value pair in further requests as a reference via " Cookie " message
headers. The complete new cookie handling is described in section Http cookie handling

2.3.4. File resource encoding

The Citrus test case is able to load file resources in various situations e.g. when defining expected
message contents. The file resource encoding and charset used a system-wide default setting which
has been settable via system property (  citrus.file.encoding ). In addition to that we have added the
opportunity to overwrite this system-wide setting in each resource read operation. This means that
everywhere where it is possible to load a file resource you can explicitly set a file encoding and
charset for this read operation. This enables you to use more than one system-wide file encoding
setting when reading data from external file resources in Citrus.

2.4. Since Citrus 2.7

2.4.1. Java 8

Citrus is now using Java 8. This is mainly because we need to move on in using latest versions of
Spring Framework, Apache Camel and so on. If you are still stuck on Java 7 you can not update to
2.7 as the Citrus sources are compiled with Java 8. Please contact us in case you really can not
update to Java 8 in your project. We can think of a minor bugfix version with Citrus 2.6 base that
still supports Java 7 runtime. On the bright side we can now use the full power of Lambda
expressions and other Java 8 features in Citrus code base.

2.4.2. Kubernetes support

Citrus is now able to interact with Kubernetes remote API in order to manage pods, services and
other resources on the Kubernetes platform. The Kubernetes client is based on the Fabric8 Java
client that interacts with the Kubernetes API via REST services. So you can access Kubernetes
resources within Citrus in order to change or validate the resource state for containerized testing.

This is very useful when dealing with container application environments as part of the integration

tests. Please stay tuned for blog posts and tutorial samples on how Citrus can help you test
Microservices with Docker and Kubernetes. The basic usage is described in section kubernetes .

2.4.3. Selenium support

User interface and browser testing has not been a focus within Citrus integration testing until now

that we can integrate with the famous  Selenium Ul testing library. Thanks to the great contributions
made by the community - especially by  vdsrd@github - we can use Selenium based actions and
features directly in a Citrus test case. The Citrus Java and XML DSL both provide comfortable access

to the Selenium API in order to simulate user interaction within a browser. The mix of user based
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actions and Citrus messaging transport simulation gives complete new ways of handling complex
integration scenarios. Read more about this in chapter Selenium .

2.4.4. Environment based before/after suite

You can enable/disable before and after suite actions based on optional environment or system
properties. Users can give property names or property values that are checked before execution.
Only in case the environment property checks do pass the actions are executed before/after the test
suite run.

2.4.5. WsAddressing header customization

We have improved the header customization options when using SOAP WSAddressing feature. You
can now overwrite the default WSAddressing headers per test action in addition to defining the
headers on client endpoint component level.

2.4.6. JsonPath data dictionary

Json data dictionary was based on a simple dot notated syntax. Now you can also use more complex
JsonPath expressions in order to overwrite elements in Json messages based on the data dictionary
settings in Citrus. Read more about that in chapter data-dictionary

2.4.7. Java DSL test behavior

Test behaviors in Java DSL represent templates in XML DSL. The behavior encapsulates a set of test
actions to a group that can be applied to multiple Java DSL tests. This enables you to combine
common test actions in Java DSL with more comfortable reuse of test action definitions. See chapter
test-behavior how to use that.

2.4.8. Auto select message type

Default message type for validation tasks in Citrus has been XML. Based on this message type the
respective message validator implementation applies for XML, JSON plain text and so on. You can
now change this default message type by setting a system property ( citrus.default. message.type ).
Also Citrus improved the auto select algorithm when the default message type is obviously not
applicable. When a message arrives in Citrus the receiving action tries to find out which message
validator fits best according to the message payload. XML message content is automatically
identified by <> characters. JSON message payloads are identified by {} or [| characters for objects
and array representations. This way Citrus tries to find the best matching message validator for the
incoming message. Before that Citrus has always been using the default message type XML.

Read about different message validators in  message-validation .

2.4.9. Default Cucumber steps

The Citrus Cucumber extension now defines default step definitions for Http, Docker and Selenium.
These default steps are ready for usage in any Cucumber Citrus feature specification. You can load
the default steps as additional glue packages in your Cucumber options. After that you are ready to
go for using the default steps directly in feature specification files. With the extensions you can
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perform Docker and Selenium commands very easy. Also you can describe the Http REST client-
server communication in BDD style. Read more about this in cucumber .

2.4.10. Refactoring

Deprecated APIs and classes that coexisted a long time are now removed. If your project is using on
of these deprecated classes you may run into compile time errors. Please have a look at the Citrus
APl JavaDocs and documentation in order to find out how to use the new APIs and classes that
replaced the old deprecated stuff.

2.5. Bugfixes

Bugs are part of our software developers world and fixing them is part of your daily business, too.
Finding and solving issues makes Citrus better every day. For a detailed listing of all bugfixes please
refer to the complete changes log of each release.
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Chapter 3. Introduction

Nowadays enterprise applications usually communicate with different partners over loosely
coupled messaging interfaces. The interaction and the interface contract needs to be tested in
integration testing.

In a typical integration test scenario we need to simulate the communication partners over various
transports. How can we test use case scenarios that include several interface partners interacting
with each other? How can somebody ensure that the software components work correctly
regarding the interface contract? How can somebody run integration test cases in an automated
reproducible way? Citrus tries to answer these questions!

3.1. Overview

Citrus aims to strongly support you in simulating interface partners across different messaging
transports. You can easily produce and consume messages with a wide range of protocols like HTTP,
JMS, TCP/IP, FTP, SMTP and more. The framework is able to both act as a client and server. In each
communication step Citrus is able to validate message contents towards syntax and semantics.

In addition to that the Citrus offers a wide range of test actions to take control of the process flow
during a test (e.g. iterations, system availability checks, database connectivity, parallelism, delaying,
error simulation, scripting and many more).

The basic goal in Citrus test cases is to describe a whole use case scenario including several
interface partners that exchange many messages with each other. The composition of complex
message flows in a single test case with several test steps is one of the major features in Citrus.

The test case description is either done in XML or Java and can be executed multiple times as
automated integration test. With JUnit and TestNG integration Citrus can easily be integrated into
your build lifecycle process. During a test Citrus simulates all surrounding interface partners (client

or server) without any coding effort. With easy definition of expected message content (header and
payload) for XML, CSV, SOAP, JSON or plaintext messages Citrus is able to validate the incoming data
towards syntax and semantics.

3.2. Usage scenarios

If you are in charge of an enterprise application in a message based solution with message
interfaces to other software components you should use Citrus. In case your project interacts with
other software over different messaging transports and in case you need to simulate these interface
partners on client or server side you should use Citrus. In case you need to continuously check the
software stability not only on a unit testing basis but also in an end-to-end integration scenario you
should use Citrus. Bug fixing, release or regression testing is very easy with Citrus. In case you are
struggling with code stability and feel uncomfortable regarding your next software release you
should definitely use Citrus.
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This test set up is typical for a Citrus use case. In such a test scenario we have a system under test
(SUT) with several message interfaces to other applications like you would have with an enterprise
service bus for instance. A client application invokes services on the SUT application. The SUT is
linked to several backend applications over various messaging transports (here SOAP, JMS, and
Http). Interim message notifications and final responses are sent back to the client application. This

generates a bunch of messages that are exchanged throughout the applications involved.

In the automated integration test Citrus needs to send and receive those messages over different
transports. Citrus takes care of all interface partners (ClientApplication, Backendl, Backend2,
Backend3) and simulates their behavior by sending proper response messages in order to keep the
message flow alive.

Each communication step comes with message validation and comparison against an expected
message template (e.g. XML or JSON data). Besides messaging actions Citrus is also able to perform
arbitrary other test actions. Citrus is able to perform a database query between requests as an

example.



The Citrus test case runs fully automated as a Java application. In fact a Citrus test case is nothing
but a JUnit or TestNG test case. Step by step the whole use case scenario is performed like in a real
production environment. The Citrus test is repeatable and is included into the software build
process (e.g. using Maven or ANT) like a normal unit test case would do. This gives you fully
automated integration tests to ensure interface stability.

The following reference guide walks through all Citrus capabilities and shows how to set up a great
integration test with Citrus.
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Chapter 4. Setup

This chapter discusses how to get started with Citrus. It deals with the installation and set up of the
framework, so you are ready to start writing test cases after reading this chapter.

Usually you would use Citrus as a dependency library in your project. In Maven you would just add

Citrus as a test-scoped dependency in your POM. When using ANT you can also run Citrus as

normal Java application from your build.xml. As Citrus tests are nothing but normal unit tests you
could also use JUnit or TestNG ant tasks to execute the Citrus test cases.

This chapter describes the Citrus project setup possibilities, choose one of them that fits best to
include Citrus into your project.

4.1. Using Maven

Citrus uses Maven internally as a project build tool and provides extended support for Maven
projects. Maven will ease up your life as it manages project dependencies and provides extended
build life cycles and conventions for compiling, testing, packaging and installing your Java project.
Therefore it is recommended to use the Citrus Maven project setup. In case you already use Maven
it is most suitable for you to include Citrus as a test-scoped dependency.

As Maven handles all project dependencies automatically you do not need to download any Citrus
project artifacts in advance. If you are new to Maven please refer to the official Maven
documentation to find out how to set up a Maven project.

4.1.1. Maven archetype

If you start from scratch or in case you would like to have Citrus operating in a separate Maven
module you can use the Citrus Maven archetype to create a new Maven project. The archetype will
setup a basic Citrus project structure with basic settings and files.

mvn archetype:generate -Dfilter=com.consol.citrus.mvn:citrus

1: remote -> com.consol.citrus.mvn:citrus-quickstart (Citrus quickstart project)

2: remote -> com.consol.citrus.mvn:citrus-quickstart-jms (Citrus quickstart project
with IMS consumer and producer)

3: remote -> com.consol.citrus.mvn:citrus-quickstart-soap (Citrus quickstart project
with SOAP client and producer)

Choose a number: 1

Define value for groupld: com.consol.citrus.samples
Define value for artifactld: citrus-sample

Define value for version: 1.0-SNAPSHOT

Define value for package: com.consol.citrus.samples

In the sample above we used the Citrus archetype available in Maven central repository. As the list
of default archetypes available in Maven central is very long, it has been filtered for official Citrus
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archetypes.

After choosing the Citrus quickstart archetype you have to define several values for your project:
the groupld, the artifactld, the package and the project version. After that we are done! Maven
created a Citrus project structure for us which is ready for testing. You should see the following
basic project folder structure.

citrus-sample
E| +src

E| | + main

| | +java

| | +resources
| + citrus

| | +java

| | +resources
| | +tests
om.xml

The Citrus project is absolutely ready for testing. With Maven we can build, package, install and test
our project right away without any adjustments. Try to execute the following commands:

mvn integration-test
mvn integration-test -Dtest=MyFirstCitrusTest

| If you need additional assistance in setting up a Citrus Maven project please visit
. our Maven setup tutorial on  http://www.citrusframework.org/tutorials.html

4.1.2. Existing Maven projects

In case you already have a proper Maven project you can also integrate Citrus with it. Just add the
Citrus project dependencies in your Maven pom.xml as a dependency like follows.

¥ We add Citrus as test-scoped project dependency to the project POM (pom.xml)

<dependency>

E <groupld>com.consol.citrus</groupld>
E <artifactld>citrus-core</artifactld>

E <version>2.7.4</version>

E <scope>test</scope>

</dependency>

¥ In case you would like to use the Citrus Java DSL also add this dependency to the project
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<dependency>

E <groupld>com.consol.citrus</groupld>
E <artifactld>citrus-java-dsl</artifactld>
E <version>2.7.4</version>

E <scope>test</scope>

</dependency>

¥ Add the citrus Maven plugin to your project

<plugin>

E <groupld>com.consol.citrus.mvn</groupld>

E <artifactld>citrus-maven-plugin</artifactld>

E <version>2.7.4</version>

E <configuration>

E <author>Donald Duck</author>

E <targetPackage>com.consol.citrus</targetPackage>
E </configuration>

</plugin>

Now that we have added Citrus to our Maven project we can start writing new test cases with the
Citrus Maven plugin:

mvn citrus:create-test

Once you have written the Citrus test cases you can execute them automatically in your Maven
software build lifecycle. The tests will be included into your projects integration-test phase using
the Maven failsafe plugin. Here is a sample failsafe configuration for Citrus.

<plugin>

E <groupld>org.apache.maven.plugins </groupld>
E <artifactld> maven-failsafe-plugin  </artifactld>
E <version>2.20</version>

E <executions>

E <execution>

E <id>integration-tests  </id>

E <goals>

E <goal>integration-test  </goal>

E <goal>verify </goal>

E </goals>

E </execution>

E </executions>

E</plugin>
The Citrus test sources go to the default Maven test sources directory src/test/java and
src/test/resources
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Now everything is set up and you can call the usual Maven install goal (mvn clean install) in order
to build your project. The Citrus integration tests are executed automatically during the build

process. Besides that you can call the Maven integration-test phase explicitly to execute all Citrus
tests or a specific test by its name:

mvn integration-test
mvn integration-test -Dtest=MyFirstCitrusIT

The Maven failsafe plugin by default executed tests with specific name pattern.

n This is because integration tests should not execute in Maven unit test phase, too.
Therefore integration tests should follow the failsafe name pattern with each test
name beginning or ending with ~ 'IT" .

If you need additional assistance in setting up a Citrus Maven project please visit
our Maven setup tutorial on  http://www.citrusframework.org/tutorials.html

4.2. Using Gradle

As Citrus tests are nothing but normal JUnit or TestNG tests the integration to Gradle as build tool is
as easy as adding the source files to a folder in your project. With the Gradle task execution for
integration tests you are able to execute the Citrus tests like you would do with normal unit tests.

4.2.1. Configuration

The Gradle build configuration is done in the build.gradle  and settings.gradle files. Here we
define the project name and the project version.

rootProject . name= 'citrus-sample-gradle’
group '‘com.consol.citrus.samples'
version '2.7.4'

Now as Citrus libraries are available on Maven central repository we add these repositories so
Gradle knows how to download the required Citrus artifacts.

repositories  {
E mavenCentral)
maven{
url 'http://labs.consol.de/maven/snapshots-repository/'

~ [ M m m

Citrus stable release versions are available on Maven central. If you want to use the very latest next
version as snapshot preview you need to add the ConSol Labs snapshot repository which is
optional. Now lets move on with adding the Citrus libraries to the project.
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dependencies {

testCompile group: 'com.consol.citrus' , name: ‘citrus-core’ , version: '2.7.4'
testCompile group: ‘com.consol.citrus' , name: ‘citrus-java-dsl’ , version: '2.7.4'
testCompile group: 'org.testng’ , name:'testng' , version: '6.11'

[.]

~ [T M M m

This enables the Citrus support for the project so we can use the Citrus classes and APIs. We decided
to use TestNG unit test library.

test {
E useTestN®
}

Of course JUnit is also supported. This is all for build configuration settings. We can move on to
writing some Citrus integration tests. You can find those tests in src/test/java  directory.

4.2.2. Run with Gradle

You can use the Gradle wrapper for compile, package and test the sample with Gradle build
command line.

Egradlew clean build

This executes all Citrus test cases during the build and you will see Citrus performing some
integration test logging output. After the tests are finished build is successful and you are ready to
go for writing some tests on your own.

If you just want to execute all tests you can call
gradlew clean check

Of course you can also start the Citrus tests from your favorite IDE. Just start the Citrus test using
the Gradle integration in IntelliJ, Eclipse or Netbeans.

4.3. Using Ant

Ant is a very popular way to compile, test, package and execute Java projects. The Apache project
has effectively become a standard in building Java projects. You can run Citrus test cases with Ant
as Citrus is nothing but a Java application. This section describes the steps to setup a proper Citrus
Ant project.
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4.3.1. Preconditions

Before we start with the Citrus setup be sure to meet the following preconditions. The following
software should be installed on your computer, in order to use the Citrus framework:

¥ Java 8 or higher

Installed JDK plus JAVA_HOME environment variable set up and pointing to your Java installation
directory

¥ Java IDE (optional)

A Java IDE will help you to manage your Citrus project (e.g. creating and executing test cases). You
can use the any Java IDE (e.g. Eclipse or IntelliJ IDEA) but also any convenient XML Editor to write
new test cases.

¥ Ant 1.8 or higher

Ant ( http://ant.apache.org/ ) will run tests and compile your Citrus code extensions if necessary.

4.3.2. Download

First of all we need to download the latest Citrus release archive from the official website
http://www.citrusframework.org

Citrus comes to you as a zipped archive in one of the following packages:

¥ citrus-x.x-release

¥ citrus-x.x-src

The release package includes the Citrus binaries as well as the reference documentation and some
sample applications.

In case you want to get in touch with developing and debugging Citrus you can also go with the
source archive which gives you the complete Citrus Java code sources. The whole Citrus project is
also accessible for you on http://github.com/christophd/citrus . This open git repository on GitHub
enables you to build Citrus from scratch with Maven and contribute code changes.

4.3.3. Installation

After downloading the Citrus archives we extract those into an appropriate location on the local
storage. We are seeking for the Citrus project artifacts coming as normal Java archives (e.g. citrus-
core.jar, citrus-ws.jar, etc.)

You have to include those Citrus Java archives as well as all dependency libraries to your Apache
Ant Java classpath. Usually you would copy all libraries into your projectOs lib directory and declare
those libraries in the Ant build file. As this approach can be very time consuming | recommend to
use a dependency management API such as Apache Ivy which gives you automatic dependency
resolution like that from Maven. In particular this comes in handy with all the 3rd party
dependencies that would be resolved automatically.
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No matter what approach you are using to set up the Apache Ant classpath see the following sample
Ant build script which uses the Citrus project artifacts in combination with the TestNG Ant tasks to
run the tests.

<project nametcitrus-sample” basedir="." default= "citrus.run.tests"
xmins:artifact= "antlib:org.apache.maven.artifact.ant" >

E <property file= "src/it/resources/citrus.properties” />

E <path id="maven-ant-tasks.classpath" path="lib/maven-ant-tasks-2.1.3.jar" />
E <typedef resource="org/apache/maven/artifact/ant/antlib.xml"

E uri= "antlib:org.apache.maven.artifact.ant"

E classpathref= "maven-ant-tasks.classpath" />

E <artifact.pom id="citrus-pom" file= "pom.xml" />

E <artifact:dependencies filesetld= "citrus-dependencies” pomRefldcitrus-pom" />
E <path id="citrus-classpath" >

E <pathelement path="src/itjava" />

E <pathelement path="src/it/resources" />

E <pathelement path="src/it/tests" />

E <fileset refid= "citrus-dependencies" />

E </path>

E <taskdef resource="testngtasks" classpath="lib/testng-6.8.8.jar" />

E <target namettompile.tests" >

E <javac srcdir= "src/it/java" classpathref= "citrus-classpath" />

E <javac srcdir= "src/it/tests" classpathref= "citrus-classpath" />

E </target>

E <target nameicreate.test’ description= "Creates a new empty test case" >

E <input message*Enter test name:" addproperty="test.name" />

E <input message“Enter test description:" addproperty="test.description" />
E <input message*Enter author's name:"  addproperty="test.author"
defaultvalue= "${default.test.author}" />

E <input message*Enter package:" addproperty="test.package"
defaultvalue= "${default.test.package}’ />

E <input message*Enter framework:" addproperty="test.framework"
defaultvalue= "testng" />

E <java classnameZcom.consol.citrus.util. TestCaseCreator" >

E <classpath refid= "citrus-classpath" />

E <arg line= "-name ${test.name} -author ${test.author} -description
${test.description} -package ${test.package} -framework ${test.framework}" />
E <ljava>

E </target>

E <target namecitrus.run.tests" dependsZcompile.tests"  description= "Runs all Citrus
tests" >



E <testng classpathref= "citrus-classpath” >

E <classfileset  dir= "src/it/java" includes="**/*.class" />

E <ltestng>

E </target>

E <target nametcitrus.run.single.test" dependszcompile.tests"  description= "Runs a

single test by name" >

E <touch file= "test.history" />
E <loadproperties srcfile= “test.history" />
E <echo message% ast test executed: ${last.test.executed}" />

E <input message*Enter test name or leave empty for last test executed:"
addproperty="testclass" defaultvalue= "${last.test.executed}" />

E <propertyfile file= "test.history" >

E <entry key='last.test.executed" type="string" value="${testclass}" />
E </propertyfile>

E <testng classpathref= "citrus-classpath" >

E <classfileset  dir= "src/it/java" includes= "**/${testclass}.class" />
E <ltestng>

E </target>

</project>

If you need detailed assistance for building Citrus with Ant do also visit our
! tutorials section on  http://www.citrusframework.org . There you can find a
tutorial which describes the Citrus Java project set up with Ant from scratch.


http://www.citrusframework.org

Chapter 5. Test cases

Now let us start writing test cases! A test case in Citrus describes all steps for a certain use case in
one single file. The Citrus test holds a sequence of test actions. Each action represents a very special
purpose such as sending or receiving a message. Typically with message-based enterprise
applications the sending and receiving of messages represent the main actions inside a test.

However you will learn that Citrus is more than just a simple SOAP client for instance. Each test
case can hold complex actions such as connecting to the database, transforming data, adding loops
and conditional steps. With the default Citrus action set you can accomplish very complex use case
integration tests. Later in this guide we will briefly discuss all available test actions and learn how
to use various message transports within the test. For now we will concentrate on the basic test case
structure.
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N references [ Endpoint| ]

_____ references __, [ Endpoint| ]
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The figure above describes a typical test action sequence in Citrus. A list of sending and receiving
test actions composing a typical test case here. Each action references a predefined Citrus endpoint
component that we are going to talk about later on.

So how do we define those test cases? In general Citrus specifies test cases as Java classes. With
TestNG or JUnit you can execute the Citrus tests within your Java runtime as you would do within

unit testing. You can code the Citrus test in a single Java class doing assertions and using SpringOs
dependency injection mechanisms.

If you are not familiar to writing Java code you can also write Citrus tests as XML files. Whatever
test language you choose for Citrus the whole test case description takes place in one single file
(Java or XML). This chapter will introduce the custom XML schema language as well as the Java
domain specific language so you will be able to write Citrus test cases no matter what knowledge
base you belong to.

5.1. Writing test cases in XML

Put simply, a Citrus test case is nothing but a simple Spring XML configuration file. The Spring
framework has become a state of the art development framework for enterprise Java applications.
As you work with Citrus you will also learn how to use the Spring loc (Inversion of control)
container and the concepts of dependency injection. So let us have a look at the pure Spring XML
configuration syntax first. You are free to write fully compatible test cases for the Citrus framework
just using this syntax.
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Spring bean definition syntax

<beans

E  xmiIns=http://www.springframework.org/schema/beans"

E  xmins:xsi= "http://www.w3.0rg/2001/XMLSchema-instance"

E xsi:schemalocation="http://www.springframework.org/schema/beans
E  http://www.springframework.org/schema/beans/spring-beans.xsd" >

<bean name=MyFirstTest"
class="com.consol.citrus.TestCase" >
<property namevariableDefinitions" >
<!-- variables of this test go here -->
</property>
<property name=actions" >
<!-- actions of this test go here -->
</property>
</bean>
</beans>

[T [T > [T [T T T [T T

Citrus can execute these Spring bean definitions as normal test cases - no problem, but the pure
Spring XML syntax is very verbose and probably not the best way to describe a test case in Citrus.
In particular you have to know a lot of Citrus internals such as Java class names and property
names. In addition to that as test scenarios get more complex the test cases grow in size. So we need
a more effective and comfortable way of writing tests. Therefore Citrus provides a custom XML
schema definition for writing test cases which is much more adequate for our testing purpose.

The custom XML schema aims to reach the convenience of domain specific languages (DSL). Let us
have a look at the Citrus test describing XML language by introducing a first very simple test case
definition:
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XML DSL

<spring:beans

xmlns="http://www.citrusframework.org/schema/testcase"

xmlins:xsi= "http://www.w3.0rg/2001/XMLSchema-instance"

xmlns:spring= "http://www.springframework.org/schema/beans"
xsi:schemalocation="

http://www.springframework.org/schema/beans
http://www.springframework.org/schema/beans/spring-beans.xsd
http://www.citrusframework.org/schemal/testcase
http://www.citrusframework.org/schemal/testcase/citrus-testcase.xsd" >

T M T mp me me Ty [mp

<testcase name:MyFirstTest" >
<description>
First example showing the basic test case definition elements!
</description>
<variables>
<variable name#ext" value="Hello Test Framework" />
</variables>
<actions>
<echo>
<message${text} </message>
</echo>
</actions>
</testcase>
</spring:beans>

™ > T [ e T T e T T me T e

We do need the ‘<spring:beans>"  root element as the XML file is read by the Spring IoC container.
Inside this root element the Citrus specific namespace definitions take place.

The test case itself gets a mandatory name that must be unique throughout all test cases in a
project. You will receive errors when using duplicate test names. The test name has to follow the
common Java naming conventions and rules for Java classes. This means names must not contain

any whitespace characters but characters like -, '.", ' " are supported. For example, _TestFeature 1 is
valid but Test Feature 1 is not as it contains whitespace characters like spaces.

Now that we have an XML definition that describes the steps of our test we need a Java executable
for the test. The Java executable is needed for the framework in order to run the test. See the
following sample Java class that represents a simple Citrus Java test:
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import org.testng.annotations.Test ;
import com.consol.citrus.annotations.CitrusTest ;
import com.consol.citrus.testng.AbstractTestNGCitrusTest ;

@Test
public class MyFirstTest extends AbstractTestNGCitrusTest {

@CitrusXmlITes{name= "MyFirstTest" )
public void myFirstTest () {

}

=~ [T [T m

The sample above is a Java class that represents a valid Citrus Java executable. The Java class has
no programming logic as we use a XML test case here. The Java class can also be generated using
the Citrus Maven plugin. The Java class extends from basic superclass AbstractTestNGCitrusTest
and therefore uses TestNG as unit test framework. Citrus also supports JUnit as unit test framework.
Read more about this in  run-with-testng and run-with-junit

Up to now it is important to understand that Citrus always needs a Java executable test class. In
case we use the XML test representation the Java part is generic, can be generated and contains no
programming logic. The XML test defines all steps and is our primary test case definition.

5.2. Writing test cases in Java

Before we go into more details on the attributes and actions that take place within a test case we
just have a look at how to write test cases with pure Java code. Citrus works with Java and uses the
well known JUnit and TestNG framework benefits that you may be used to as a tester. Many users
may prefer to write Java code instead of the verbose XML syntax. Therefore you have another
possibility for writing Citrus tests in pure Java.

When using the Citrus Java DSL we need to include a special Maven dependency module to our
project that provides the needed API.

<dependency>

E <groupld>com.consol.citrus </groupld>
E <artifactld> citrus-java-dsl  </artifactld>
E <version>2.7.4 </version>

E <scopexest </scope>

</dependency>

Citrus in general differences between two ways of test cases in Java. These are test-designers and
test-runners that we deal with each in the next two sections.

5.3. Java DSL test designer

The first way of defining a Citrus test in Java is the test-designer . The Java DSL for a test designer
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#run-with-junit

works similar to the XML approach. The whole test case is built with all test actions first. Then the
whole test case is executed as a whole Citrus test. This is how to define a Citrus test with designer
Java DSL methods:

Java DSL designer

import org.testng.annotations.Test
import com.consol.citrus.annotations.CitrusTest ;
import com.consol.citrus.dsl.testng. TestNGCitrusTestDesigner ;

@Test
public class MyFirstTestDesigner extends TestNGCitrusTestDesigner {

E @CitrusTest(name= "MyFirstTest" )
E public void myFirstTest() {
E description ("First example showing the basic test case definition elements!" );
E variable ("text" , "Hello Test Framework" );
E echa "${text}" );
E }
}
Citrus provides a base Java class com.consol.citrus.dsl.testng.TestNGCitrusTestDesigner that

provides all capabilities for you in form of builder pattern methods. Just use the @CitrusTest
annotation on top of the test method. Citrus will use the method name as the test name by default.
As you can see in the example above you can also customize the test name within the @CitrusTest
annotation. The test method builds all test actions using the test builder pattern. The defined test
actions will then be called later on during test runtime.

The design time runtime difference in test-designer is really important to be understood. You can
mix the Citrus Java DSL execution with other Java code with certain limitations. We will explain
this later on when introducing the test-runner

This is the basic test Java class pattern used in Citrus. You as a tester with development background
can easily extend this pattern for customized logic. Again if you are coming without coding
experience do not worry this Java code is optional. You can do exactly the same with the XML
syntax only as shown before. The test designer Java DSL is much more powerful though as you can
use the full Java programming language with class inheritance and method delegation.

We have mentioned that the test-designer will build the complete test case in design time with all
actions first before execution of the whole test case takes place at runtime of the test. This approach
has the advantage that Citrus knows all test actions in a test before execution. On the other hand
you are limited in mixing Java DSL method calls and normal Java code. The following example
should clarify things a little bit.
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Java DSL designer

import org.testng.annotations.Test
import com.consol.citrus.annotations.CitrusTest :
import com.consol.citrus.dsl.testng. TestNGCitrusTestDesigner ;

@Test
public class LoggingTestDesigner extends TestNGCitrusTestDesigner {

E private LoggingService loggingService = new LoggingService ();
E @CitrusTest(name= "LoggingTest")

E public void loggingTest () {

E echq("Before loggingService call"  );

E loggingService . log ("Now called custom logging service" );
E echq( "After loggingService call" );

E }

}

In this example test case above we use an instance of a custom LoggingService and call some
operation log() in the middle of our Java DSL test. Now developers might expect the logging service

call to be done in the middle of the Java Citrus test case but if we have a look at the logging output

of the test we get a total different result:

Expected output

INFO Citrus| STARTING TEST LoggingTest

INFO EchoAction| Before loggingService call

INFO LoggingService| Now called custom logging service
INFO EchoAction| After loggingService call

INFO Citrus| TEST SUCCESS LoggingTest

Actual output

INFO LoggingService| Now called custom logging service
INFO Citrus| STARTING TEST LoggingTest

INFO EchoAction| Before loggingService call

INFO EchoAction| After loggingService call

INFO Citrus| TEST SUCCESS LoggingTest

So if we analyse the actual logging output we see that the logging service was called even before the
Citrus test case did start its action. This is the result of ~ test-designer building up the whole test case
first. The designer collects all test actions first in internal memory cache and the executes the whole

test case. So the custom service call on the LoggingService is not part of the Citrus Java DSL test
and therefore is executed immediately at design time.

We can fix this with the following test-designer code:
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Java DSL designer

import org.testng.annotations.Test
import com.consol.citrus.annotations.CitrusTest :
import com.consol.citrus.dsl.testng. TestNGCitrusTestDesigner ;

@Test
public class LoggingTestDesigner extends TestNGCitrusTestDesigner {

E private LoggingService loggingService = new LoggingService ();
E @CitrusTest(name= "LoggingTest")

E public void loggingTest () {

E echq("Before loggingService call"  );

E action (new AbstractTestAction () {

E doExecutg TestContext context) {

E loggingService . log ("Now called custom logging service" );
E }

E D;

E echq("After loggingService call" );

E }

}

Now we placed the loggingService call inside a custom TestAction implementation and therefore
this piece of code is part of the Citrus Java DSL and following from that part of the Citrus test
execution. Now with that fix we get the expected logging output:

INFO Citrus| STARTING TEST LoggingTest

INFO EchoAction| Before loggingService call

INFO LoggingService| Now called custom logging service
INFO EchoAction| After loggingService call

INFO Citrus| TEST SUCCESS LoggingTest

Now this is not easy to understand and people did struggle with this separation of designtime and
runtime of a Citrus Java DSL test. This is why we have implemented a new Java DSL base class
called test-runner that we deal with in the next section. Before we continue we have to mention
that the test-designer approach does also work for JUnit. Although we have only seen TestNG
sample code in this section everything is working exactly the same way with JUnit framework. Just

use the base class com.consol.citrus.dsl.junit.JUnit4CitrusTestDesigner instead.
Neither TestNGCitrusTestDesigner nor JUnit4CitrusTestDesigner
implementation is thread safe for parallel test execution. This is simply because
" the base class is holding state to the current test designer instance in order to

delegate method calls to this instance. Therefore parallel test method execution is
not available. Fortunately we have added a threadsafe base class implementation
that uses resource injection. Read more about this in test-resource-injection
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